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Abstract—In this paper, we present a simple low-cost SDR UHF RFID reader capable of reading a tag in real time. This reader is designed around a simple asynchronous OOK modulator in transmission and an envelope detector in reception. All tasks specific to the RFID protocol including clock recovery, data recovery and frame detection are handled in software by an Arduino Uno micro-controller. This reader is able to generate any RFID command supported by the protocol and to decode any message backscattered by the tag in real time. The details of hardware and software associated with this reader are released in open source for the community.

Index Terms—EPC Gen2, software defined radio, UHF RFID reader.

I. INTRODUCTION

Radio Frequency Identification (RFID) is an essential technology to identify items reliably. First standard, GS1 EPC Radio-Frequency Identity Protocols Generation-2 UHF RFID Standard also known as ISO 18000-6c has been ratified in 2004 and later updated to version 2 [1]. Since then, readers and tags compliant with the standard have been developed by different companies for all world regions. At this time, typical flexible UHF tag cost is between $0.1 to $1 depending on the quantity [2]. However the cost of even a low-performance short-range reader can be on the order of $200 [3] which slows down academic experimentation with this technology. The high price of a UHF reader is mainly due to the development of complex reader chips which integrate both analog and digital circuits into a single component. Nowadays, most RFID readers are based on these RFID chips.

Also, reader chips do not offer a viable solution to study and understand the RFID protocol [1] since the API provided to the developer (or the user) is significantly different compared to the air interface. For most of the chips, an inventory round can be summarized as: 1) sending some commands to the air interface. Researchers mainly investigated two directions. The first one is to mitigate the important variation for the tag Backscatter-Link Frequency (BLF) since EPC Gen 2 allows significant variation as high a ±22% of the BLF [1, Table 6-9]. The second one is to satisfy the timing constraints for issuing reader replies which cannot be higher than 20 T PRI [1, Table 6-16] where T PRI = 1/BLF. These two issues need to be carefully handled by the reader to realize a successful tag reading. Different designs can be found in the literature, but all are based on FPGA to handle the heavy processing required at the physical layer. Researchers mainly investigated two directions. The first one is based on the USRP platform developed by Ettus Research [5], [6], [7], [8]. In all these designs, the FPGA is simply used to interpolate and decimate the transmitted and received signal. All processing steps have to be done on a remote computer (including clock recovery, data recovery, frame detection, etc) and are mainly limited by the timing constraint of the RFID protocol. The other direction is to use the FPGA (or a DSP) to process the heavy tasks of the RFID protocol [9], [10], [11], [12], [13], [14], [15], these architectures allow also to use simpler micro controllers (MCU) to process the remaining tasks and are less limited by the timing constraints, but remains complex due to the FPGA development. For example, the design presented in [16], [17], which is by far the smallest FPGA design, uses more than 2000 logical cells.

Moreover, current Gen2 protocol offers a rich set of parameters to define a communication between the reader and the tags. However, parameter values are usually constrained by the chip design or simply not available from the API to limit the reader chip complexity and lower its cost. For example, the standard specifies any Tari value (which is linked to the reader data rate) between 6.25 and 25 µs [1, Sec. 6.3.1.2.4]. However, for example, the AMS 3993 chip [4] only supports Tari values of 6.25, 12.5 and 25 µs. Another example comes from timing information. The range of the parameter T 2 [1, Table 6-16] (which corresponds to the time between the end of a reader command and the beginning of the tag reply) is specified by the standard but this value is not exposed by the API of any reader chip and remains unavailable to the user. Similar remarks apply to most of the other parameters of the air interface.

Software Defined Radio (SDR) is a recent paradigm allowing to realize most of the operations of a transceiver in software. SDR designs can potentially offer a lower cost architecture and a higher flexibility since most of the modification can be realized by changing only the software. However, any UHF SDR reader has to face two main challenges in order to successfully read a UHF tag which are not present in classical wireless communication systems. The first one is to mitigate the important variation for the tag Backscatter-Link Frequency (BLF) since EPC Gen 2 allows significant variation as high a ±22% of the BLF [1, Table 6-9]. The second one is to satisfy the timing constraints for issuing reader replies which cannot be higher than 20 T PRI [1, Table 6-16] where T PRI = 1/BLF. These two issues need to be carefully handled by the reader to realize a successful tag reading. Different designs can be found in the literature, but all are based on FPGA to handle the heavy processing required at the physical layer. Researchers mainly investigated two directions. The first one is based on the USRP platform developed by Ettus Research [5], [6], [7], [8]. In all these designs, the FPGA is simply used to interpolate and decimate the transmitted and received signal. All processing steps have to be done on a remote computer (including clock recovery, data recovery, frame detection, etc) and are mainly limited by the timing constraint of the RFID protocol. The other direction is to use the FPGA (or a DSP) to process the heavy tasks of the RFID protocol [9], [10], [11], [12], [13], [14], [15], these architectures allow also to use simpler micro controllers (MCU) to process the remaining tasks and are less limited by the timing constraints, but remains complex due to the FPGA development. For example, the design presented in [16], [17], which is by far the smallest FPGA design, uses more than 2000 logical cells.
SDR architecture also allows educational perspective since the associated code can easily be understood and modified to realize new functions and cover new applications. While some SDR tag designs based on simple micro-controllers are already available for the community [18], [19], [20], no simple SDR reader allowing to read a UHF tag has been reported in the literature.

In this paper, we fill the gap and present a simple low-cost SDR reader which is able to realize a complete inventory of a UHF tag. This paper is a direct continuation of the initial design presented in [21]. The proposed reader is theoretically able to generate any commands defined by the standard and to process any response from the tag in real time. In transmission, each parameter of the protocol can be set at any value (including values outside of protocol specification). In reception, this reader is able to extract the complete timing information associated to the message backscattered by the tag. The hardware architecture used by the reader is exactly the same as the one proposed in [21]. Compared to [21], this paper provides the firmware where all tasks specific to the RFID protocol (including clock recovery, data recovery, frame detection. . .) are entirely defined in software and can be successfully processed by any low-performance micro-controller. The proposed implementation is based on an Arduino platform which includes 8 bits/16 MHz MCU. This platform is at least two orders of magnitude less powerful than any other SDR design proposed in the literature but is sufficient to realize a fully functional RFID reader. Moreover, this reader can be used to investigate the RFID protocol in a practical way by directly generating the different commands and analyzing the tag responses. It can also be used to evaluate the compliance of any UHF tag. The last point addressed by this paper is to encourage any researcher, student or person aiming to understand, and evaluate the RFID technology.

The hardware associated with this reader is extremely simple and represents less than 20 components in total. Transmitter and receiver are separated (they do not share any common signal) and are only connected through a circulator. An SMA connector allows one to connect a (single) external antenna. The complete schematic is presented in Fig. 1. Transmitter is based on the Melexis TH72035 chip [23] which is a single local oscillator that can be set to any frequency between 850 MHz and 930 MHz by proper selection of external discrete passive components. Associated circuitry is directly extracted from its evaluation board. Reception uses a simple envelope detector and a data slicer, associated circuitry is almost identical to the one presented in [21].

The chosen MCU for the UHF reader is an Arduino Uno platform [24]. This board is built around ATmega328p micro-controller and has become very popular among a large community from students to experienced engineers. The ATmega328p is however a low-performance 8 bits MCU clocked at 16 MHz but as we will see, this computing power is enough to read a UHF tag. Note also that the form factor of the hardware part allows to easily replace the micro-controller by high performance MCU such as Nucleo64 platform which embedded a 32 bits Cortex-M. Fig. 2 presents the complete UHF RFID reader with the Arduino platform and a dipole antenna.

The hardware presented in Fig. 1 is generic. All the operations specific to the EPC Gen 2 protocol are actually handled, in real time, by the firmware executed by the MCU. This firmware represents the most important part of the design. As we will see, this simple design and the associated firmware allow one to read the EPC of a UHF tag. The performance is significantly lower compared to classical industrial readers but the proposed solution also allows to realize some modes of operation that are not available in those readers. We believe that this platform represents great and unique tool to learn, understand, and evaluate the RFID technology.

II. ARCHITECTURE

A. Overview

The proposed RFID reader is composed of two separate boards. The first one corresponds to the RF/analog hardware part of the reader. The second one only contains the MCU which executes the firmware implementing the RFID protocol. This design allows to easily change the MCU without modifying the hardware part.

The hardware associated with this reader is extremely simple and represents less than 20 components in total.
that this modulation is still compliant with the standard even if the modulation depth is higher than the nominal value of 90% [1, Table 6-5]. This transmitter is also simply controlled by a single external signal (i.e., a simple GPIO of the MCU).

The API of the firmware has mainly been chosen at the bit level of the air interface. Thus, the programmer is responsible for casting a valid binary command (including the CRC bits). The firmware simply provides a function to add the preamble (or frame-sync) [1, Sec. 6.3.1.2.8] and transmit the provided command using the PIE data encoding [1, Sec. 6.3.1.2.3] with a GPIO directly connected to the TH72035. Note that this design allows to generate any reader command and to set every parameter defined by the protocol (e.g., Tari [1, Sec. 6.3.1.2.4], PW [1, Table 6-5], RTCAL [1, Sec. 6.3.1.2.8], TRCAL [1, Sec. 6.3.1.2.8] ···) in software. Also, exact timing between reader commands can be accurately controlled and non-compliant commands can be generated.

Performance of the complete transmitter has been evaluated by measuring the output signal directly at the SMA connector. Power spectral density measured at the spectrum analyzer is presented in Fig. 3 where we can check that the transmitted signal satisfies the mask for multiple-interrogator environments [1, Fig. 6-6]. Unmodulated transmitted power has been measured at $P_t = 6.5$ dBm. This value is lower than the output power of the TH72035 present in the datasheet (7.5 dBm) due to impedance mismatches and losses in the current board. Note that the maximum data rate for OOK is significantly higher than the 40 kb/s announced in the datasheet [23].

From the transmitted power $P_t$, the maximum distance $d$ at which a tag can be activated is given by the Friis equation:

$$d = \frac{\lambda}{4\pi} \sqrt{\frac{P_r G_r}{P_{tag}}}$$  \hspace{1cm} (1)

where $G_r$ and $G_t$ are the gain of the reader and tag antenna respectively and $P_{tag}$ is the sensitivity of the tag (with its antenna). Considering a dipole antenna with 2 dBi gain for the reader and a tag sensitivity of $P_{tag} = -15$ dBm, the maximum distance at which the tag can be activated is $d = 40$ cm.

However, we will see that the read range is lower than that due to the receiver sensitivity limitation.

C. Receiver

The receiver architecture for the proposed reader is significantly different than the classical IQ demodulator used by high-performance readers. This decision allows one to maintain the reader complexity at minimum at a price of a reduced performance. As in [21], the demodulator has been implemented in hardware and is based on a simple envelope detector and a data slicer (to dynamically set the amplitude of the decision threshold and produce a signal between 0 V and 5 V). The data slicer output is directly connected to a digital GPIO (in input) of the MCU (see Fig. 1). Fig. 4 presents the output of the envelope detector and the data slicer during the reception of the RN16 of a tag. Data slicer output is equal to 5 V when the voltage of the envelope detector is higher than the amplitude threshold and equal to 0 otherwise. The threshold amplitude is obtained by low-pass filtering the output of the envelope detector. For the envelope detector (and data slicer), the associated bandwidth have been estimated at 5 MHz which allows to receive all supported BLF values [1, Table 6-9] but also accepts a significant noise power which degrades the performance. Note that this detector is only sensitive to envelope variation and can not detect phase variation in the backscattered signal. Moreover, the sensitivity of this detector (i.e., the minimum modulated power which can be detected by envelope detector and data slicer) has been estimated at $-13$ dBm which is, as expected, significantly higher than classical IQ demodulators. Finally, note that, contrary to classical readers, this design does not use any analog to digital converter which significantly reduces cost, complexity (and performance) but does not suffer from the transmitter leakage complication raised in [16] that typically requires adaptative carrier cancellation. Our architecture also implies that clock recovery, data recovery and frame detection have to be done entirely in software by the MCU.
For the software part, the decoder has been implemented based on a simple edge detector, i.e., the detector only estimates the time at which transitions occur in the (digital) received signal. Note that contrary to classical readers, no matched filter or correlator is used during the decoding. Edge detection can be accurately realized using a simple timer (already present in all micro-controllers). When the reader wants to receive a tag reply, a RX window is opened during a fixed amount of time and the timer is reset to zero. During this window, an interruption is triggered for each transition (from low to high or high to low) detected on the GPIO pin. At each interruption, the value of the timer \( t_i \) is captured and saved in the micro-controller memory.

FM0 encoding [1, Sec. 6.3.1.3.2] can be decoded using only the \( t_i \) values. To produce the binary sequence, the decoder simply computes the time interval \( \Delta t_i = t_i - t_{i-1} \) between the two last transitions. A 0-data is decoded if the two last intervals are lower than the threshold value, A 1-data is decoded if the last interval is higher than the threshold. The threshold is determined statically from the nominal BLF. The complete algorithm is presented in Fig. 5.

![Fig. 4. Analog signals involved in the receiver (envelope detector at #3, data slicer at #4).](image)

For each transition of the data slicer (see Fig. 4, the value \( t_i \) captured by the timer is saved (see Fig. 5, line 6). Table I line 1 presents the first values of \( t_i \) corresponding to the transitions in Fig. 4. The time interval \( \Delta t_i \) is then computed (see Fig. 5, line 6). Table I line 2 also presents the first values of \( \Delta t_i \). For example \( \Delta t_1 = 186 \) and \( \Delta t_2 = 190 \) values, decoded bit is equal to 0. Note that this algorithm allows one to realize, on the fly, both clock recovery and data recovery. A last point concerns the preamble detection (frame detection), since the reader has to identify the beginning of the tag reply in each RX window. This task exploits the FM0 preamble [1, Sec. 6.3.1.3.2.2] present at the beginning of the tag transmission. This preamble is equal to \( 1010v1 \) where \( v \) is a violation of the phase inversion. The frame detection is actually done at the same time as the data recovery by detecting the violation present inside the FM0 preamble. As for data recovery, this operation is done on the fly directly in the interrupt handler (see Fig. 5, lines 15–16). Final decoded sequence is presented in Table I line 3 and on top of the data slicer curve in Fig. 4. The interrupt presented in Fig. 5 represents the most important part of the firmware. As we will see, the execution time of this function directly determines the maximum BLF which can be supported by the reader.

Finally, note that, as seen in Section I, the two main difficulties for the RFID receiver are to handle important variation for the BLF (up to \( \pm 22\% \)) and to satisfy the timing constraints for issuing reader replies (lower that \( 20T_{PRI} \)). Surprisingly, the proposed architecture allows to solve both challenges in an original way. The first problem is handled by the edge detector, which is naturally robust to variation up to \( \pm 25\% \) with respect to the nominal BLF (if the threshold is placed at 75% of the nominal BLF). Note that, this flexibility comes at the cost of a lower performance compared to the matched filter decoder. The second problem is solved by successfully decoding the data (which include clock, data recovery and frame detection) on the fly directly inside the interrupt handler. Thus, at the end of the RX window, if a RN16 has been detected, the binary content is directly available to generate...

---

**TABLE I**

<table>
<thead>
<tr>
<th>( t_i )</th>
<th>( \Delta t_i )</th>
<th>( b_i )</th>
</tr>
</thead>
<tbody>
<tr>
<td>4062</td>
<td>4062</td>
<td>3</td>
</tr>
<tr>
<td>4248</td>
<td>186</td>
<td>0</td>
</tr>
<tr>
<td>4438</td>
<td>190</td>
<td>1</td>
</tr>
<tr>
<td>4812</td>
<td>374</td>
<td>0</td>
</tr>
<tr>
<td>5003</td>
<td>191</td>
<td>1</td>
</tr>
<tr>
<td>5564</td>
<td>561</td>
<td>1</td>
</tr>
<tr>
<td>5942</td>
<td>378</td>
<td>0</td>
</tr>
<tr>
<td>6129</td>
<td>187</td>
<td>1</td>
</tr>
<tr>
<td>6319</td>
<td>190</td>
<td>0</td>
</tr>
<tr>
<td>6692</td>
<td>373</td>
<td>0</td>
</tr>
<tr>
<td>7071</td>
<td>379</td>
<td>1</td>
</tr>
<tr>
<td>7258</td>
<td>187</td>
<td>0</td>
</tr>
<tr>
<td>7448</td>
<td>190</td>
<td>1</td>
</tr>
<tr>
<td>7634</td>
<td>374</td>
<td>0</td>
</tr>
<tr>
<td>8198</td>
<td>374</td>
<td>1</td>
</tr>
</tbody>
</table>

---

**Fig. 5.** Interrupt handler for the ATmega328p (Arduino). This code realizes, at the same time, clock recovery, data recovery and frame detection.
the corresponding acknowledgment without almost any delay.

III. UHF TAG INVENTORIES

This section illustrates the possibilities of this reader by reading a LAB ID UH106 which is based on an Impinj Monza R6 chip. Note that similar results have been obtained with other chips such as Impinj Monza 1, Monza 2, Alien Higgs 3 Higgs EC, NXP Ucode 8 · · ·

A. Single Slot Inventory \( (Q = 0) \)

The first case considers an inventory round assuming that a single tag is present in front of the reader. This inventory requires several steps summarized in Fig. 7(a). First, the reader has to generate a Query command \([1, \text{ Sec. 6.3.2.12.2.1}]:\)

\[
1000 \ 0 \ 00 \ 0 \ 00 \ 0 \ 00 \ 0 \ 0000 \ 10000 \quad (2)
\]

This command allows a single slot \( (Q = 0) \) for the tag reply. This command is prepended by a preamble. After the Query command, the reader opens a RX window for the tag reply. Any tag in the ready state \([1, \text{ Sec. 6.3.2.6.1}]\) then generates and backscatters a new RN16 which has to be received entirely during the RX window of the reader. At the end of the RX window, the reader checks if a reply is detected and then directly generates the ACK command \([1, \text{ Sec. 6.3.2.12.2.4}]\) with:

\[
01 \ xxxxxxxxxxxxxxxxxx \quad (3)
\]

where \( X \) symbols represent the 16 bits of the received RN16. Note that this command is prepended by a framesync \([1, \text{ Sec. 6.3.1.2.8}]\) after receiving the ACK command (before time \( T_2 \)), the tag enters in the acknowledged state \([1, \text{ Sec. 6.3.2.6.4}]\) and backscatters its full EPC. This stream has to be received by the reader and decoded as any other reply. Fig. 6 presents the succession of the reader commands and tag replies described previously. Fig. 8 shows the output of the reader. Note that heavy computational tasks such as CRC checking and statistical analysis of the BLF variation are done after the inventory round. Finally, every transition in the received signal can be detected which allows to estimate all the RFID parameters including \( T_1, T_2, \) RN16, PC, L, EPC, CRC but also BLF and BLF variation.

B. Multiple Slot Inventory \( (Q = 3) \)

Complex inventory can also be realized by the reader. An inventory with multiple slots is now considered \([\text{see Fig. 7(b)}]\). The query command is modified to allow 8 possible slots:

\[
1000 \ 0 \ 00 \ 0 \ 00 \ 0 \ 00 \ 0 \ 0010 \ 00010 \quad (4)
\]

where \( Q = 3 \). Note that CRC bits are also updated. When a tag receives this command, its slot counter is loaded with a random value in the interval \( [0; 7] \). The tag can only enters into the reply state (and backscatter a RN16) if the slot counter is 0 otherwise, the tag remains in the arbitrate state \([1, \text{ Sec. 6.3.2.6.2}]\).
The QueryRep command [1, Sec. 6.3.2.12.2.3] decrements the slot counter by one and is simply defined as:

\[ 0000 \quad (5) \]

Note that this command has to be prepended by a sync-frame. When \( S = 0 \), the tag enters in the reply state and the remaining of the inventory is similar to the one previously described. The inventory round ends after the eighth RX window. Fig. 6(b) presents the different signals. Tag reply is visible in slot \( S = 5 \).

IV. READER CHARACTERISTICS AND PERFORMANCE

As said previously, the presented reader allows one to generate any interrogator command defined by the EPC Gen2 protocol and is able to decode any tag reply in real time. Thus, this reader can theoretically realize any inventory. Moreover, since the reader provides a full access to the timing information of the backscattered signal by the tag, a significant quantity of information is now available to the user.

BLF range supported by the reader is an important characteristic. Note first that the BLF range is defined by the standard between 40 kb/s and 640 kb/s, and that this range should supported by any tag. The Maximum BLF supported by the reader is directly proportional to the execution time of the interrupt handler presented in Fig. 5. For the Arduino platform (clocked at 16 MHz) the maximum BLF at which a tag can be successfully decoded is 55 kb/s. Note that the code has been written in C and compilation uses the default options.

To increase this value, the firmware has also been written for a Nucleo64 F401RE platform (clocked at 84 MHz), the maximum BLF (with correct reading) has measured at 278 kb/s. Moreover, since the reader provides a full access to the timing information of the backscattered signal by the tag, a significant quantity of information is now available to the user.

As said previously, the presented reader allows one to generate any interrogator command defined by the EPC Gen2 protocol and is able to decode any tag reply in real time. Thus, this reader can theoretically realize any inventory. Moreover, since the reader provides a full access to the timing information of the backscattered signal by the tag, a significant quantity of information is now available to the user.

BLF range supported by the reader is an important characteristic. Note first that the BLF range is defined by the standard between 40 kb/s and 640 kb/s, and that this range should supported by any tag. The Maximum BLF supported by the reader is directly proportional to the execution time of the interrupt handler presented in Fig. 5. For the Arduino platform (clocked at 16 MHz) the maximum BLF at which a tag can be successfully decoded is 55 kb/s. Note that the code has been written in C and compilation uses the default options.

To increase this value, the firmware has also been written for a Nucleo64 F401RE platform (clocked at 84 MHz), the maximum BLF (with correct reading) has measured at 278 kb/s. Moreover, since the reader provides a full access to the timing information of the backscattered signal by the tag, a significant quantity of information is now available to the user.

As said previously, the presented reader allows one to generate any interrogator command defined by the EPC Gen2 protocol and is able to decode any tag reply in real time. Thus, this reader can theoretically realize any inventory. Moreover, since the reader provides a full access to the timing information of the backscattered signal by the tag, a significant quantity of information is now available to the user.

BLF range supported by the reader is an important characteristic. Note first that the BLF range is defined by the standard between 40 kb/s and 640 kb/s, and that this range should supported by any tag. The Maximum BLF supported by the reader is directly proportional to the execution time of the interrupt handler presented in Fig. 5. For the Arduino platform (clocked at 16 MHz) the maximum BLF at which a tag can be successfully decoded is 55 kb/s. Note that the code has been written in C and compilation uses the default options.

To increase this value, the firmware has also been written for a Nucleo64 F401RE platform (clocked at 84 MHz), the maximum BLF (with correct reading) has measured at 278 kb/s. Moreover, since the reader provides a full access to the timing information of the backscattered signal by the tag, a significant quantity of information is now available to the user.

Finally, the total price of this reader, considering a $10 printed circuited board is $80 which is still low-cost compared to classical readers. Table II presents the detailed price information. Using a cheaper circulator or a transitioning to a lower cost board as shown in Section II-B, this range can be higher than 40 cm for a recent tag.

The frequency bandwidth of the reader can easily be changed to other ISM bands (2.4 GHz and 5.8 GHz) only by replacing the TH72035 chip (and the matching circuit of the envelope detector) to cover new applications and/or new protocols. The SDR architecture allows, in this case, to fully define the messages exchanged between the reader and the tag.

During the inventory, current drawn is equal to 25.8 mA for the Arduino, 13.2 mA for the transmitter and 0.15 mA for the receiver. Thus the full reader consumes 39.2 mA (195 mW) which is lower than any other UHF reader. This reader can also be easily transformed into a portable reader using a battery shield (to power the MCU and RF/analog board) and an LCD shield to display the tag EPC while keeping an important autonomy.

The performance in term of read range of this reader remains modest compared to classical readers. The main bottleneck appears in the receiver where performance is actually significantly lower than readers based on IQ demodulator and matched filter decoders. Maximum activation distance (for a Monza R6 chip) is equal to 25 cm and maximum read range for a successful decoding is 15 cm. Optimization of the receiver front-end (e.g., better diodes, biased detector, multi-stages) but also adaptation of the receiver bandwidth to the BLF value can improve the read range to tend to the activation range. As shown in Section II-B, this range can be higher than 40 cm for a recent tag.

V. CONCLUSION

In this paper, a UHF RFID reader defined in software is presented allowing to read a UHF tag in real time. The associated hardware represents only 20 components and all tasks specific to the RFID protocol including clock recovery, data recovery and frame detection are entirely handled in software by the Arduino Uno. This reader is able to generate any RFID command supported by the protocol and to decode any message backscattered by the tag in real time. All in all, we believe that the simple low-cost open source reader presented here can become an extremely valuable research tool as well as an educational platform that can bring many talented researchers to the field of UHF RFID.
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